**Класс Thread**

Система многопоточной обработки основывается на классе Thread, который инкапсулирует

поток исполнения. Класс Thread является *герметичным,* т.е. он не может

наследоваться. В классе Thread определен ряд методов и свойств, предназначенных

для управления потоками. На протяжении всей этой главы будут рассмотрены наиболее

часто используемые члены данного класса.

**Создание и запуск потока**

Для создания потока достаточно получить экземпляр объекта типа Thread,

т.е. класса, определенного в пространстве имен System.Threading. Ниже приведена

простейшая форма конструктора класса Thread:

public Thread(ThreadStart запуск)

где *запуск* — это имя метода, вызываемого с целью начать выполнение потока,

a ThreadStart — делегат, определенный в среде .NET Framework, как показано

ниже.

public delegate void ThreadStart()

Следовательно, метод, указываемый в качестве точки входа в поток, должен иметь

возвращаемый тип void и не принимать никаких аргументов.

Вновь созданный новый поток не начнет выполняться до тех пор, пока не будет

вызван его метод Start(), определяемый в классе Thread. Существуют две формы

объявления метода Start(). Ниже приведена одна из них.

public void Start()

Однажды начавшись, поток будет выполняться до тех пор, пока не произойдет

возврат из метода, на который указывает *запуск.* Таким образом, после возврата из

этого метода поток автоматически прекращается. Если же попытаться вызвать метод

Start() для потока, который уже начался, это приведет к генерированию исключения

ThreadStateException.

В приведенном ниже примере программы создается и начинает выполняться новый

поток.

(***glava23\_1***)

using System.Threading;

class MyThread

{

public int Count;

string thrdName;

public MyThread(string name)

{

Count = 0;

thrdName = name;

}

//start thread point

public void Run()

{

Console.WriteLine(thrdName + " has started.");

do

{

Thread.Sleep(500);

Console.WriteLine("In thread " + thrdName + ", Count = " +

Count);

Count++;

} while (Count < 10);

Console.WriteLine(thrdName + " has ended.");

}

}

class MultiThread

{

static void Main()

{

Console.WriteLine("Main thread started.");

//first build object of MyThread

MyThread mt = new MyThread("Thread #1");

//next build thread from this object

Thread newThrd = new Thread(mt.Run);

//and finally start thread

newThrd.Start();

do

{

Console.Write(".");

Thread.Sleep(100);

} while (mt.Count != 10);

Console.WriteLine("Main thread ended.");

}

}

(Короче говоря, два цикла работают одновременно. Сначала запускается цикл который находится в MyThread, и параллельно с ним цикл в Main())

В самом ее начале определяется класс MyThread, предназначенный для создания второго потока исполнения. В методе Run() этого класса организуется цикл для подсчета от 0 до 9. Обратите

внимание на вызов статического метода Sleep(), определенного в классе Thread.

Этот метод обусловливает приостановление того потока, из которого он был вызван,

на определенный период времени, указываемый в миллисекундах. Когда приостанавливается

один поток, может выполняться другой. В данной программе используется

следующая форма метода Sleep():

public static void Sleep(int миллисекунд\_простоя)

где *миллисекунд\_простоя* обозначает период времени, на который приостанавливается

выполнение потока. Если указанное количество *миллисекунд\_простоя* равно

нулю, то вызывающий поток приостанавливается лишь для того, чтобы предоставить

возможность для выполнения потока, ожидающего своей очереди.

В методе Main() новый объект типа Thread создается с помощью приведенной

ниже последовательности операторов.

//first build object of MyThread

MyThread mt = new MyThread("Thread #1");

//next build thread from this object

Thread newThrd = new Thread(mt.Run);

//and finally start thread

newThrd.Start();

Как следует из комментариев к приведенному выше фрагменту кода, сначала создается

объект типа MyThread. Затем этот объект используется для создания объекта

типа Thread, для чего конструктору этого объекта в качестве точки входа передается

метод mt.Run(). И наконец, выполнение потока начинается с вызова метода Start().

Благодаря этому метод mt.Run() выполняется в своем собственном потоке. После вызова

метода Start() выполнение основного потока возвращается к методу Main(),

где начинается цикл do-while. Оба потока продолжают выполняться, совместно используя

ЦП, вплоть до окончания цикла. Ниже приведен результат выполнения данной

программы.

Зачастую в многопоточной программе требуется, чтобы основной поток был последним

потоком, завершающим ее выполнение. Формально программа продолжает

выполняться до тех пор, пока не завершатся все ее приоритетные потоки. Поэтому

требовать, чтобы основной поток завершал выполнение программы, совсем не обязательно.

Тем не менее этого правила принято придерживаться в многопоточном

программировании, поскольку оно явно определяет конечную точку программы.

В рассмотренной выше программе предпринята попытка сделать основной поток

завершающим ее выполнение. Для этой цели значение переменной Count проверяется

в цикле do-while внутри метода Main(), и как только это значение оказывается

равным 10, цикл завершается и происходит поочередный возврат из методов Sleep().

Но такой подход далек от совершенства, поэтому далее в этой главе будут представлены

более совершенные способы организации ожидания одного потока до завершения

другого.

**Простые способы усовершенствования многопоточной программы**

Рассмотренная выше программа вполне работоспособна, но ее можно сделать более

эффективной, внеся ряд простых усовершенствований. Во-первых, можно сделать

так, чтобы выполнение потока начиналось сразу же после его создания. Для этого достаточно

получить экземпляр объекта типа Thread в конструкторе класса MyThread.

И во-вторых, в классе MyThread совсем не обязательно хранить имя потока, поскольку

для этой цели в классе Thread специально определено свойство Name.

public string Name { get; set; }

Свойство Name доступно для записи и чтения и поэтому может сложить как для

запоминания, так и для считывания имени потока.

Ниже приведена версия предыдущей программы, в которую внесены упомянутые

выше усовершенствования.
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using System.Threading;

class MyThread

{

public int Count;

public Thread Thrd;

public MyThread(string name)

{

Count = 0;

Thrd = new Thread(this.Run);

Thrd.Name = name; //name of thread

Thrd.Start(); //begin thread

}

//point of start

void Run()

{

Console.WriteLine(Thrd.Name + " has begun.");

do

{

Thread.Sleep(500);

Console.WriteLine("In thread " + Thrd.Name + ", Count = " + Count);

Count++;

} while (Count < 10);

Console.WriteLine(Thrd.Name + " has ended.");

}

}

class MultiThreadImproved

{

static void Main()

{

Console.WriteLine("Main thread has begun.");

//first make object of MyThread

MyThread mt = new MyThread("Thred #1");

do

{

Console.Write(".");

Thread.Sleep(100);

} while (mt.Count != 10);

Console.WriteLine("Main thread has ended.");

}

}

Эта версия программы дает такой же результат, как и предыдущая. Обратите внимание

на то, что объект потока сохраняется в переменной Thrd из класса MyThread.

**Создание нескольких потоков**

В предыдущих примерах программ был создан лишь один порожденный поток.

Но в программе можно породить столько потоков, сколько потребуется. Например,

в следующей программе создаются три порожденных потока.

(***glava23\_3***)

using System.Threading;

class MyThread

{

public int Count;

public Thread Thrd;

public MyThread(string name)

{

Count = 0;

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

//poin of start

void Run()

{

Console.WriteLine(Thrd.Name + " has started.");

do

{

Thread.Sleep(500);

Console.WriteLine("In thread " + Thrd.Name + ", Count = " + Count);

Count++;

} while (Count < 10);

Console.WriteLine(Thrd.Name + " has ended.");

}

}

class MoreThreads

{

static void Main()

{

Console.WriteLine("Main thread started.");

//build 3 threads

MyThread mt1 = new MyThread("Thread #1");

MyThread mt2 = new MyThread("Thread #2");

MyThread mt3 = new MyThread("Thread #3");

do

{

Console.Write('.');

Thread.Sleep(100);

} while (mt1.Count < 10 ||

mt2.Count < 10 ||

mt3.Count < 10);

Console.WriteLine("Main thread ended.");

}

}

Как видите, после того как все три потока начнут выполняться, они будут совместно

использовать ЦП. Приведенный выше результат может отличаться в зависимости от

среды выполнения, операционной системы и других внешних факторов, влияющих на

выполнение программы.

**Определение момента окончания потока**

Нередко оказывается полезно знать, когда именно завершается поток. В предыдущих

примерах программ для этой цели отслеживалось значение переменной Count.

Но ведь это далеко не лучшее и не совсем пригодное для обобщения решение. Правда,

в классе Thread имеются два других средства для определения момента окончания

потока. С этой целью можно, прежде всего, опросить доступное только для чтения

свойство IsAlive, определяемое следующим образом.

public bool IsAlive { get; }

Свойство IsAlive возвращает логическое значение true, если поток, для которого

оно вызывается, по-прежнему выполняется. Для "опробования" свойства IsAlive

подставьте приведенный ниже фрагмент кода вместо кода в классе MoreThread из

предыдущей версии многопоточной программы, как показано ниже.
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// Использовать свойство IsAlive для отслеживания момента окончания потоков.

class MoreThreads

{

static void Main()

{

Console.WriteLine("Основной поток начат.");

// Сконструировать три потока.

MyThread mt1 = new MyThread("Поток #1");

MyThread mt2 = new MyThread("Поток #2");

MyThread mt3 = new MyThread("Поток #3");

do

{

Console.Write(".");

Thread.Sleep(100);

} while (mt1.Thrd.IsAlive &&

mt2.Thrd.IsAlive &&

mt3.Thrd.IsAlive);

Console.WriteLine("Основной поток завершен.");

}

}

При выполнении этой версии программы результат получается таким же, как

и прежде. Единственное отличие заключается в том, что в ней используется свойство

IsAlive для отслеживания момента окончания порожденных потоков.

Еще один способ отслеживания момента окончания состоит в вызове метода

Join(). Ниже приведена его простейшая форма.

public void Join()

Метод Join() ожидает до тех пор, пока поток, для которого он был вызван, не

завершится. Его имя отражает принцип ожидания до тех пор, пока вызывающий поток

не *присоединится* к вызванному методу. Если же данный поток не был начат, то

генерируется исключение ThreadStateException. В других формах метода Join()

можно указать максимальный период времени, в течение которого следует ожидать

завершения указанного потока.

В приведенном ниже примере программы метод Join() используется для того,

чтобы основной поток завершился последним.
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using System.Threading;

class MyThread

{

public int Count;

public Thread Thrd;

public MyThread(string name)

{

Count = 0;

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

Console.WriteLine(Thrd.Name + " started.");

do

{

Thread.Sleep(500);

Console.WriteLine("In thread " + Thrd.Name + ", Count = " + Count);

Count++;

} while (Count < 10);

Console.WriteLine(Thrd.Name + " ended.");

}

}

//use Join() to wait until

//threads to be done

class JoinThreads

{

static void Main()

{

Console.WriteLine("Main thread started.");

//build 3 threads

MyThread mt1 = new MyThread("Thread #1");

MyThread mt2 = new MyThread("Thread #2");

MyThread mt3 = new MyThread("Thread #3");

mt1.Thrd.Join();

Console.WriteLine("Thread #1 joined.");

mt2.Thrd.Join();

Console.WriteLine("Thread #2 joined.");

mt3.Thrd.Join();

Console.WriteLine("Thread #3 joined.");

Console.WriteLine("Main thread ended.");

}

}

Как видите, выполнение потоков завершилось после возврата из последовательного

ряда вызовов метода Join().

**Передача аргумента потоку**

Первоначально в среде .NET Framework нельзя было передавать аргумент потоку,

когда он начинался, поскольку у метода, служившего в качестве точки входа в поток, не

могло быть параметров. Если же потоку требовалось передать какую-то информацию,

то к этой цели приходилось идти различными обходными путями, например использовать

общую переменную. Но этот недостаток был впоследствии устранен, и теперь

аргумент может быть передан потоку. Для этого придется воспользоваться другими

формами метода Start(), конструктора класса Thread, а также метода, служащего в

качестве точки входа в поток.

Аргумент передается потоку в следующей форме метода Start().

public void Start(object параметр)

Объект, указываемый в качестве аргумента *параметр,* автоматически передается

методу, выполняющему роль точки входа в поток. Следовательно, для того чтобы передать

аргумент потоку, достаточно передать его методу Start().

Для применения параметризированной формы метода Start() потребуется следующая

форма конструктора класса Thread:

public Thread(ParameterizedThreadStart запуск)

где *запуск* обозначает метод, вызываемый с целью начать выполнение потока.

Обратите внимание на то, что в этой форме конструктора запуск имеет тип

ParameterizedThreadStart, а не ThreadStart, как в форме, использовавшейся

в предыдущих примерах. В данном случае ParameterizedThreadStart является делегатом,

объявляемым следующим образом.

public delegate void ParameterizedThreadStart(object obj)

Как видите, этот делегат принимает аргумент типа object. Поэтому для правильного

применения данной формы конструктора класса Thread у метода, служащего

в качестве точки входа в поток, должен быть параметр типа object.

В приведенном ниже примере программы демонстрируется передача аргумента

потоку.
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using System.Threading;

class MyThread

{

public int Count;

public Thread Thrd;

//pay attention, constructor of MyThread,

//also gets value type int

public MyThread(string name, int num)

{

Count = 0;

//Call constructor type ParameterizedThreadStart

//explicit just to see how

Thrd = new Thread(this.Run);

Thrd.Name = name;

//here is variable num passed to method Start()

//as argument

Thrd.Start(num);

}

//pay attention, this form of method Run()

//takes parameter type object

void Run(object num)

{

Console.WriteLine(Thrd.Name + " started from " + num);

do

{

Thread.Sleep(500);

Console.WriteLine("In thread " + Thrd.Name + ", Count = " + Count);

Count++;

} while (Count < (int)num);

Console.WriteLine(Thrd.Name + " done.");

}

}

class PassArgDemo

{

static void Main()

{

//pay attention that numbers of repeat

//passed to this two objects type MyThread

MyThread mt = new MyThread("Thread #1", 5);

MyThread mt2 = new MyThread("Thread #2", 3);

do

{

Thread.Sleep(100);

} while (mt.Thrd.IsAlive | mt2.Thrd.IsAlive);

Console.WriteLine("Main thread done.");

}

}

Как следует из приведенного выше результата, первый поток повторяется пять раз,

а второй — три раза. Число повторений указывается в конструкторе класса MyThread

и затем передается методу Run(), служащему в качестве точки входа в поток, с помощью

параметризированной формы ParameterizedThreadStart метода Start().

**Свойство IsBackground**

Как упоминалось выше, в среде .NET Framework определены две разновидности

потоков: приоритетный и фоновый. Единственное отличие между ними заключается

в том, что процесс не завершится до тех пор, пока не окончится приоритетный поток,

тогда как фоновые потоки завершаются автоматически по окончании всех приоритетных

потоков. По умолчанию создаваемый поток становится приоритетным. Но его

можно сделать фоновым, используя свойство IsBackground, определенное в классе

Thread, следующим образом.

Для того чтобы сделать поток фоновым, достаточно присвоить логическое значение

true свойству IsBackground. А логическое значение false указывает на то, что поток

является приоритетным.

**Приоритеты потоков**

У каждого потока имеется свой приоритет, который отчасти определяет, насколько

часто поток получает доступ к ЦП. Вообще говоря, низкоприоритетные потоки получают

доступ к ЦП реже, чем высокоприоритетные. Таким образом, в течение заданного

промежутка времени низкоприоритетному потоку будет доступно меньше времени

ЦП, чем высокоприоритетному. Как и следовало ожидать, время ЦП, получаемое потоком,

оказывает определяющее влияние на характер его выполнения и взаимодействия

с другими потоками, исполняемыми в настоящий момент в системе.

Следует иметь в виду, что, помимо приоритета, на частоту доступа потока к ЦП

оказывают влияние и другие факторы. Так, если высокоприоритетный поток ожидает

доступа к некоторому ресурсу, например для ввода с клавиатуры, он блокируется,

а вместо него выполняется низкоприоритетный поток. В подобной ситуации низкоприоритетный

поток может получать доступ к ЦП чаще, чем высокоприоритетный

поток в течение определенного периода времени. И наконец, конкретное планирование

задач на уровне операционной системы также оказывает влияние на время ЦП,

выделяемое для потока.

Когда порожденный поток начинает выполняться, он получает приоритет, устанавливаемый

по умолчанию. Приоритет потока можно изменить с помощью свойства

Priority, являющегося членом класса Thread. Ниже приведена общая форма данного

свойства:

public ThreadPriority Priority { get; set; }

где ThreadPriority обозначает перечисление, в котором определяются приведенные

ниже значения приоритетов.

ThreadPriority.Highest

ThreadPriority.AboveNormal

ThreadPriority.Normal

ThreadPriority.BelowNormal

ThreadPriority.Lowest

По умолчанию для потока устанавливается значение приоритета ThreadPriority.

Normal.

Для того чтобы стало понятнее влияние приоритетов на исполнение потоков, обратимся

к примеру, в котором выполняются два потока: один с более высоким приоритетом.

Оба потока создаются в качестве экземпляров объектов класса MyThread.

В методе Run() организуется цикл, в котором подсчитывается определенное число

повторений. Цикл завершается, когда подсчет достигает величины 1000000000 или когда

статическая переменная stop получает логическое значение true. Первоначально

переменная stop получает логическое значение false. В первом потоке, где производится

подсчет до 1000000000, устанавливается логическое значение true переменной

stop. В силу этого второй поток оканчивается на следующем своем интервале

времени. На каждом шаге цикла строка в переменной currentName проверяется на

наличие имени исполняемого потока. Если имена потоков не совпадают, это означает,

что произошло переключение исполняемых задач. Всякий раз, когда происходит

переключение задач, имя нового потока отображается и присваивается переменной

currentName. Это дает возможность отследить частоту доступа потока к ЦП. По окончании

обоих потоков отображается число повторений цикла в каждом из них.

(***glava23\_6***)

using System.Threading;

class MyThread

{

public int Count;

public Thread Thrd;

static bool stop = false;

static string currentName;

//build new thread. Pay attention that,

//this constructor is not starting thread yet

public MyThread(string name)

{

Count = 0;

Thrd = new Thread(this.Run);

Thrd.Name = name;

currentName = name;

}

//start new thread

void Run()

{

Console.WriteLine("Thread " + Thrd.Name + " started.");

do

{

Count++;

if (currentName != Thrd.Name)

{

currentName = Thrd.Name;

Console.WriteLine("In thread " + currentName);

}

} while (stop == false && Count < 1000000000);

stop = true;

Console.WriteLine("Thread " + Thrd.Name + " done.");

}

}

class PriorityDemo

{

static void Main()

{

MyThread mt1 = new MyThread("High priority thread");

MyThread mt2 = new MyThread("Low priority thread");

//set priorities for threads

mt1.Thrd.Priority = ThreadPriority.AboveNormal;

mt2.Thrd.Priority = ThreadPriority.BelowNormal;

//run threads

mt1.Thrd.Start();

mt2.Thrd.Start();

mt1.Thrd.Join();

mt2.Thrd.Join();

Console.WriteLine();

Console.WriteLine("Thread " + mt1.Thrd.Name + " count until " + mt1.Count);

Console.WriteLine("Thread " + mt2.Thrd.Name + " count until " + mt2.Count);

}

}

Судя по результату, высокоприоритетный поток получил около больший % всего времени,

которое было выделено для выполнения этой программы. Разумеется, конкретный результат

может отличаться в зависимости от быстродействия ЦП и числа других задач,

решаемых в системе, а также от используемой версии Windows.

Многопоточный код может вести себя по-разному в различных средах, поэтому

никогда не следует полагаться на результаты его выполнения только в одной среде.

Так, было бы ошибкой полагать, что низкоприоритетный поток из приведенного выше

примера будет всегда выполняться лишь в течение небольшого периода времени до

тех пор, пока не завершится высокоприоритетный поток. В другой среде высокоприоритетный

поток может, например, завершиться еще до того, как низкоприоритетный

поток выполнится хотя бы один раз.

**Синхронизация**

Когда используется несколько потоков, то иногда приходится координировать действия

двух или более потоков. Процесс достижения такой координации называется

*синхронизацией.* Самой распространенной причиной применения синхронизации служит

необходимость разделять среди двух или более потоков общий ресурс, который

может быть одновременно доступен только одному потоку. Например, когда в одном

потоке выполняется запись информации в файл, второму потоку должно быть запрещено

делать это в тот же самый момент времени. Синхронизация требуется и в том

случае, если один поток ожидает событие, вызываемое другим потоком. В подобной

ситуации требуются какие-то средства, позволяющие приостановить один из потоков

до тех пор, пока не произойдет событие в другом потоке. После этого ожидающий поток

может возобновить свое выполнение.

В основу синхронизации положено понятие *блокировки,* посредством которой организуется

управление доступом к кодовому блоку в объекте. Когда объект заблокирован

одним потоком, остальные потоки не могут получить доступ к заблокированному

кодовому блоку. Когда же блокировка снимается одним потоком, объект становится

доступным для использования в другом потоке.

Средство блокировки встроено в язык С#. Благодаря этому все объекты могут быть

синхронизированы. Синхронизация организуется с помощью ключевого слова lock.

Она была предусмотрена в C# с самого начала, и поэтому пользоваться ею намного

проще, чем кажется на первый взгляд. В действительности синхронизация объектов во

многих программах на С# происходит практически незаметно.

Ниже приведена общая форма блокировки:

lock(lockObj) {

// синхронизируемые операторы

}

где *lockObj* обозначает ссылку на синхронизируемый объект. Если же требуется синхронизировать

только один оператор, то фигурные скобки не нужны. Оператор lock

гарантирует, что фрагмент кода, защищенный блокировкой для данного объекта, будет

использоваться только в потоке, получающем эту блокировку. А все остальные потоки

блокируются до тех пор, пока блокировка не будет снята. Блокировка снимается

по завершении защищаемого ею фрагмента кода.

Блокируемым считается такой объект, который представляет синхронизируемый

ресурс. В некоторых случаях им оказывается экземпляр самого ресурса или же произвольный

экземпляр объекта, используемого для синхронизации. Следует, однако,

иметь в виду, что блокируемый объект не должен быть общедоступным, так как в противном

случае он может быть заблокирован из другого, неконтролируемого в программе

фрагмента кода и в дальнейшем вообще не разблокируется. В прошлом для

блокировки объектов очень часто применялась конструкция lock(this). Но она пригодна

только в том случае, если this является ссылкой на закрытый объект. В связи с

возможными программными и концептуальными ошибками, к которым может привести

конструкция lock(this), применять ее больше не рекомендуется. Вместо нее

лучше создать закрытый объект, чтобы затем заблокировать его. Именно такой подход

принят в примерах программ, приведенных далее в этой главе. Но в унаследованном

коде C# могут быть обнаружены примеры применения конструкции lock(this).

В одних случаях такой код оказывается безопасным, а в других — требует изменений

во избежание серьезных осложнений при его выполнении.

В приведенной ниже программе синхронизация демонстрируется на примере

управления доступом к методу SumIt(), суммирующему элементы целочисленного

массива.
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using System.Threading;

class SumArray

{

int sum;

object lockOn = new object();//closed object, accessable for lock

public int SumIt(int[] nums)

{

lock (lockOn)//lock all methods

{

sum = 0;//set default value of sum

for (int i = 0; i < nums.Length; i++)

{

sum += nums[i];

Console.WriteLine("Current summ for thread" +

Thread.CurrentThread.Name + " = " + sum);

Thread.Sleep(10);//access change task

}

return sum;

}

}

}

class MyThread

{

public Thread Thrd;

int[] a;

int answer;

//create one object of SumArray for all

//MyThread objects

static SumArray sa = new SumArray();

//build new thread

public MyThread(string name, int[] nums)

{

a = nums;

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start(); //start thread

}

//start new thread

void Run()

{

Console.WriteLine(Thrd.Name + " started.");

answer = sa.SumIt(a);

Console.WriteLine("Summ for thread " + Thrd.Name + " = " + answer);

Console.WriteLine(Thrd.Name + " done.");

}

}

class Sync

{

static void Main()

{

int[] a = { 1, 2, 3, 4, 5 };

MyThread mt1 = new MyThread("Thread #1", a);

MyThread mt2 = new MyThread("Thread #2", a);

mt1.Thrd.Join();

mt2.Thrd.Join();

}

}

Как следует из приведенного выше результата, в обоих потоках правильно подсчитывается

сумма, равная 15.

Рассмотрим эту программу более подробно. Сначала в ней создаются три класса.

Первым из них оказывается класс SumArray, в котором определяется метод SumIt(),

суммирующий элементы целочисленного массива. Вторым создается класс MyThread,

в котором используется статический объект sa типа SumArray. Следовательно, единственный

объект типа SumArray используется всеми объектами типа MyThread. С помощью

этого объекта получается сумма элементов целочисленного массива. Обратите

внимание на то, что текущая сумма запоминается в поле sum объекта типа SumArray.

Поэтому если метод SumIt() используется параллельно в двух потоках, то оба потока

попытаются обратиться к полю sum, чтобы сохранить в нем текущую сумму. А поскольку

это может привести к ошибкам, то доступ к методу SumIt() должен быть

синхронизирован. И наконец, в третьем классе, Sync, создаются два потока, в которых

подсчитывается сумма элементов целочисленного массива.

Оператор lock в методе SumIt() препятствует одновременному использованию

данного метода в разных потоках. Обратите внимание на то, что в операторе lock объект

lockOn используется в качестве синхронизируемого. Это закрытый объект, предназначенный

исключительно для синхронизации. Метод Sleep() намеренно вызывается

для того, чтобы произошло переключение задач, хотя в данном случае это невозможно.

Код в методе SumIt() заблокирован, и поэтому он может быть одновременно использован

только в одном потоке. Таким образом, когда начинает выполняться второй

порожденный поток, он не сможет войти в метод SumIt() до тех пор, пока из него не

выйдет первый порожденный поток. Благодаря этому гарантируется получение правильного

результата.

Для того чтобы полностью уяснить принцип действия блокировки, попробуйте

удалить из рассматриваемой здесь программы тело метода lock().

В итоге метод SumIt() перестанет быть синхронизированным, а следовательно, он может параллельно использоваться в любом числе потоков для одного и того же объекта. Поскольку

текущая сумма сохраняется в поле sum, она может быть изменена в каждом потоке,

вызывающем метод SumIt(). Это означает, что если два потока одновременно вызывают

метод SumIt() для одного и того же объекта, то конечный результат получается неверным, поскольку содержимое поля sum отражает смешанный результат суммирования

в обоих потоках. В качестве примера ниже приведен результат выполнения

рассматриваемой здесь программы после снятия блокировки с метода SumIt().

Ниже подведены краткие итоги использования блокировки.

**•** Если блокировка любого заданного объекта получена в одном потоке, то после

блокировки объекта она не может быть получена в другом потоке.

• Остальным потокам, пытающимся получить блокировку того же самого объекта,

придется ждать до тех пор, пока объект не окажется в разблокированном

состоянии.

• Когда поток выходит из заблокированного фрагмента кода, соответствующий

объект разблокируется.

**Другой подход к синхронизации потоков**

Несмотря на всю простоту и эффективность блокировки кода метода, как показано

в приведенном выше примере, такое средство синхронизации оказывается пригодным

далеко не всегда. Допустим, что требуется синхронизировать доступ к методу класса,

который был создан кем-то другим и сам не синхронизирован. Подобная ситуация

вполне возможна при использовании чужого класса, исходный код которого недоступен.

В этом случае оператор lock нельзя ввести в соответствующий метод чужого

класса. Как же тогда синхронизировать объект такого класса? К счастью, этот вопрос

разрешается довольно просто: доступ к объекту может быть заблокирован из внешнего

кода по отношению к данному объекту, для чего достаточно указать этот объект

в операторе lock. В качестве примера ниже приведен другой вариант реализации

предыдущей программы. Обратите внимание на то, что код в методе SumIt() уже не

является заблокированным, а объект lockOn больше не объявляется. Вместо этого вызовы

метода SumIt() блокируются в классе MyThread.
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using System.Threading;

class SumArray

{

int sum;

public int SumIt(int[] nums)

{

sum = 0;//set default value of sum

for (int i = 0; i < nums.Length; i++)

{

sum += nums[i];

Console.WriteLine("Current summ for thread" +

Thread.CurrentThread.Name + " = " + sum);

Thread.Sleep(10);//access change task

}

return sum;

}

}

class MyThread

{

public Thread Thrd;

int[] a;

int answer;

//create one object of SumArray for all

//MyThread objects

static SumArray sa = new SumArray();

//build new thread

public MyThread(string name, int[] nums)

{

a = nums;

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start(); //start thread

}

//start new thread

void Run()

{

Console.WriteLine(Thrd.Name + " started.");

//lock method SumIt()

lock (sa) answer = sa.SumIt(a);

Console.WriteLine("Summ for thread " + Thrd.Name + " = " + answer);

Console.WriteLine(Thrd.Name + " done.");

}

}

class Sync

{

static void Main()

{

int[] a = { 1, 2, 3, 4, 5 };

MyThread mt1 = new MyThread("Thread #1", a);

MyThread mt2 = new MyThread("Thread #2", a);

mt1.Thrd.Join();

mt2.Thrd.Join();

}

}

В данной программе блокируется вызов метода sa.SumIt(), а не сам метод

SumIt(). Ниже приведена соответствующая строка кода, в которой осуществляется

подобная блокировка.

//lock method SumIt()

lock (sa) answer = sa.SumIt(a);

Объект sa является закрытым, и поэтому он может быть благополучно заблокирован.

При таком подходе к синхронизации потоков данная программа дает такой же

правильный результат, как и при первоначальном подходе.

**Класс Monitor и блокировка**

Ключевое слово lock на самом деде служит в C# быстрым способом доступа к

средствам синхронизации, определенным в классе Monitor, который находится в пространстве

имен System.Threading. В этом классе определен, в частности, ряд методов

для управления синхронизацией. Например, для получения блокировки объекта вызывается

метод Enter(), а для снятия блокировки — метод Exit(). Ниже приведены

общие формы этих методов:

public static void Enter(object obj)

public static void Exit(object obj)

где *obj* обозначает синхронизируемый объект. Если же объект недоступен, то после

вызова метода Enter() вызывающий поток ожидает до тех пор, пока объект не станет

доступным. Тем не менее методы Enter() и Exit() применяются редко, поскольку

оператор lock автоматически предоставляет эквивалентные средства синхронизации

потоков. Именно поэтому оператор lock оказывается "более предпочтительным" для

получения блокировки объекта при программировании на С#.

Впрочем, один метод из класса Monitor может все же оказаться полезным. Это

метод TryEnter(), одна из общих форм которого приведена ниже.

public static bool TryEnter(object obj)

Этот метод возвращает логическое значение true, если вызывающий поток получает

блокировку для объекта *obj,* а иначе он возвращает логическое значение false.

Но в любом случае вызывающему потоку придется ждать своей очереди. С помощью

метода TryEnter() можно реализовать альтернативный вариант синхронизации потоков,

если требуемый объект временно недоступен.

Кроме того, в классе Monitor определены методы Wait(), Pulse() и PulseAll(),

которые рассматриваются в следующем разделе.

**Сообщение между потоками с помощью методов**

**Wait(), Pulse() и PulseAll()**

Рассмотрим следующую ситуацию. Поток *Т* выполняется в кодовом блоке lock,

и ему требуется доступ к ресурсу *R,* который временно недоступен. Что же тогда делать

потоку *Т*? Если поток *Т* войдет в организованный в той или иной форме цикл опроса,

ожидая освобождения ресурса *R,* то тем самым он свяжет соответствующий объект,

блокируя доступ к нему других потоков. Это далеко не самое оптимальное решение,

поскольку оно лишает отчасти преимуществ программирования для многопоточной

среды. Более совершенное решение заключается в том, чтобы временно освободить

объект и тем самым дать возможность выполняться другим потокам. Такой подход

основывается на некоторой форме сообщения между потоками, благодаря которому

один поток может уведомлять другой о том, что он заблокирован и что другой поток

может возобновить свое выполнение. Сообщение между потоками организуется в C# с

помощью методов Wait(), Pulse() и PulseAll().

Методы Wait(), Pulse() и PulseAll() определены в классе Monitor и могут

вызываться только из заблокированного фрагмента блока. Они применяются следующим

образом. Когда выполнение потока временно заблокировано, он вызывает метод

Wait(). В итоге поток переходит в состояние ожидания, а блокировка с соответствующего

объекта снимается, что дает возможность использовать этот объект в другом потоке.

В дальнейшем ожидающий поток активизируется, когда другой поток войдет в

аналогичное состояние блокировки, и вызывает метод Pulse() или PulseAll(). При

вызове метода Pulse() возобновляется выполнение первого потока, ожидающего своей

очереди на получение блокировки. А вызов метода PulseAll() сигнализирует о

снятии блокировки всем ожидающим потокам.

Ниже приведены две наиболее часто используемые формы метода Wait().

public static bool Wait(object obj)

public static bool Wait(object obj, int миллисекунд\_простоя)

В первой форме ожидание длится вплоть до уведомления об освобождении объекта,

а во второй форме — как до уведомления об освобождении объекта, так и до истечения

периода времени, на который указывает количество *миллисекунд\_простоя.*

В обеих формах *obj* обозначает объект, освобождение которого ожидается.

Ниже приведены общие формы методов Pulse() и PulseAll():

public static void Pulse(object obj)

public static void PulseAll(object obj)

где *obj* обозначает освобождаемый объект.

Если методы Wait(), Pulse() и PulseAll() вызываются из кода, находящегося

за пределами синхронизированного кода, например из блока lock, то генерируется

исключение SynchronizationLockException.

**Пример использования методов Wait() и Pulse()**

Для того чтобы стало понятнее назначение методов Wait() и Pulse(), рассмотрим

пример программы, имитирующей тиканье часов и отображающей этот процесс на

экране словами "тик" и "так". Для этой цели в программе создается класс TickTock,

содержащий два следующих метода: Tick() и Тоск(). Метод Tick() выводит на

экран слово "тик", а метод Тоск() — слово "так". Для запуска часов далее в программе

создаются два потока: один из них вызывает метод Tick(), а другой — метод Тоск().

Преследуемая в данном случае цель состоит в том, чтобы оба потока выполнялись, поочередно

выводя на экран слова "тик" и "так", из которых образуется повторяющийся

ряд "тик-так", имитирующий ход часов.
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using System.Threading;

class TickTock

{

object lockOn = new object();

public void Tick(bool running)

{

lock(lockOn)

{

if(!running)//stop clocks

{

Monitor.Pulse(lockOn);//warn any waiting threads

return;

}

Console.Write(" Tick ");

Monitor.Pulse(lockOn); //permit to do Tock()

Monitor.Wait(lockOn); //waiting for Tock() to be done

}

}

public void Tock(bool running)

{

lock(lockOn)

{

if(!running)//stop clocks

{

Monitor.Pulse(lockOn);//warn any wating threads

return;

}

Console.Write(" Tock ");

Monitor.Pulse(lockOn); //permit to do Tick()

Monitor.Wait(lockOn); //waiting for Tick() to be done

}

}

}

class MyThread

{

public Thread Thrd;

TickTock ttOb;

//build new thread

public MyThread(string name, TickTock tt)

{

Thrd = new Thread(this.Run);

ttOb = tt;

Thrd.Name = name;

Thrd.Start();

}

//start new thread

void Run()

{

if(Thrd.Name == "Tick")

{

for (int i = 0; i < 5; i++) ttOb.Tick(true);

ttOb.Tick(false);

}

else

{

for (int i = 0; i < 5; i++) ttOb.Tock(true);

ttOb.Tock(false);

}

}

}

class TickingClock

{

static void Main()

{

TickTock tt = new TickTock();

MyThread mt1 = new MyThread("Tick", tt);

MyThread mt2 = new MyThread("Tock", tt);

mt1.Thrd.Join();

mt2.Thrd.Join();

Console.WriteLine("Clock has been stoped.");

}

}

Рассмотрим эту программу более подробно. В методе Main() создается объект tt

типа TickTock, который используется для запуска двух потоков на выполнение. Если

в методе Run() из класса MyThread обнаруживается имя потока Tick, соответствующее

ходу часов "тик", то вызывается метод Tick(). А если это имя потока Тоск, соответствующее

ходу часов "так", то вызывается метод Тоск(). Каждый из этих методов

вызывается пять раз подряд с передачей логического значения true в качестве apiy-

мента. Часы идут до тех пор, пока этим методам передается логическое значение true,

и останавливаются, как только передается логическое значение false.

Самая важная часть рассматриваемой здесь программы находится в методах

Tick() и Тоск(). Начнем с метода Tick(), код которого для удобства приводится

ниже.

public void Tick(bool running)

{

lock(lockOn)

{

if(!running)//stop clocks

{

Monitor.Pulse(lockOn);//warn any waiting threads

return;

}

Console.Write(" Tick ");

Monitor.Pulse(lockOn); //permit to do Tock()

Monitor.Wait(lockOn); //waiting for Tock() to be done

}

}

Прежде всего обратите внимание на код метода Tick() в блоке lock. Напомним,

что методы Wait() и Pulse() могут использоваться только в синхронизированных

блоках кода. В начале метода Tick() проверяется значение текущего параметра, которое

служит явным признаком остановки часов. Если это логическое значение false,

то часы остановлены. В этом случае вызывается метод Pulse(), разрешающий выполнение

любого потока, ожидающего своей очереди. Мы еще вернемся к этому моменту

в дальнейшем. Если же часы идут при выполнении метода Tick(), то на экран выводится

слово "тик" с пробелом, затем вызывается метод Pulse(), а после него — метод

Wait(). При вызове метода Pulse() разрешается выполнение потока для того же

самого объекта, а при вызове метода Wait() выполнение метода Tick() приостанавливается

до тех пор, пока метод Pulse() не будет вызван из другого потока. Таким

образом, когда вызывается метод Tick(), отображается одно слово "тик" с пробелом,

разрешается выполнение другого потока, а затем выполнение данного метода приостанавливается.

Метод Tock() является точной копией метода Tick(), за исключением того, что

он выводит на экран слово "так". Таким образом, при входе в метод Tock() на экран

выводится слово "так", вызывается метод Pulse(), а затем выполнение метода Tock()

приостанавливается. Методы Tick() и Tock() можно рассматривать как поочередно

сменяющие друг друга, т.е. они взаимно синхронизированы.

Когда часы остановлены, метод Pulse() вызывается для того, чтобы обеспечить

успешный вызов метода Wait(). Напомним, что метод Wait() вызывается в обоих

методах, Tick() и Tock(), после вывода соответствующего слова на экран. Но дело в

том, что когда часы остановлены, один из этих методов все еще находится в состоянии

ожидания. Поэтому завершающий вызов метода Pulse() требуется, чтобы выполнить

ожидающий метод до конца. В качестве эксперимента попробуйте удалить этот

вызов метода Pulse() и понаблюдайте за тем, что при этом произойдет. Вы сразу же

обнаружите, что программа "зависает", и для выхода из нее придется нажать комбинацию

клавиш <Ctrl+C>. Дело в том, что когда метод Wait() вызывается в последнем

вызове метода Tock(), соответствующий ему метод Pulse() не вызывается, а значит,

выполнение метода Tock() оказывается незавершенным, и он ожидает своей очереди

до бесконечности.

**Взаимоблокировка и состояние гонки**

При разработке многопоточных программ следует быть особенно внимательным,

чтобы избежать взаимоблокировки и состояний гонок. *Взаимоблокировка,* как подразумевает

само название, — это ситуация, в которой один поток ожидает определенных

действий от другого потока, а другой поток, в свою очередь, ожидает чего-то от первого

потока. В итоге оба потока приостанавливаются, ожидая друг друга, и ни один из

них не выполняется. Эта ситуация напоминает двух слишком вежливых людей, каждый

из которых настаивает на том, чтобы другой прошел в дверь первым!

На первый взгляд избежать взаимоблокировки нетрудно, но на самом деле не все так

просто, ведь взаимоблокировка может возникать окольными путями. В качестве примера

рассмотрим класс TickTock из предыдущей программы. Как пояснялось выше,

в отсутствие завершающего вызова метода Pulse() из метода Tick() или Тосk() тот

или другой будет ожидать до бесконечности, что приведет к "зависанию" программы

вследствие взаимоблокировки. Зачастую причину взаимоблокировки не так-то просто

выяснить, анализируя исходный код программы, поскольку параллельно действующие

процессы могут взаимодействовать довольно сложным образом во время выполнения.

Для исключения взаимоблокировки требуется внимательное программирование и

тщательное тестирование. В целом, если многопоточная программа периодически "зависает",

то наиболее вероятной причиной этого является взаимоблокировка.

*Состояние гонки* возникает в том случае, когда два потока или больше пытаются

одновременно получить доступ к общему ресурсу без должной синхронизации. Так,

в одном потоке может сохраняться значение в переменной, а в другом — инкрементироваться

текущее значение этой же переменной. В отсутствие синхронизации конечный

результат будет зависеть от того, в каком именно порядке выполняются потоки:

инкрементируется ли значение переменной во втором потоке или же оно сохраняется

в первом. О подобной ситуации говорят, что потоки "гоняются друг за другом", причем

конечный результат зависит от того, какой из потоков завершится первым. Возникающее

состояние гонок, как и взаимоблокировку, непросто обнаружить. Поэтому его

лучше предотвратить, синхронизируя должным образом доступ к общим ресурсам

при программировании.

**Применение атрибута MethodImplAttribute**

Метод может быть полностью синхронизирован с помощью атрибута

MethodImplAttribute. Такой подход может стать альтернативой оператору

lock в тех случаях, когда метод требуется заблокировать полностью. Атрибут

MethodImplAttribute определен в пространстве имен Sуstem.Runtime.

CompilerServices. Ниже приведен конструктор, применяемый для подобной

синхронизации:

public MethodImplAttribute(MethodImplOptions methodImplOptions)

где *methodImplOptions* обозначает атрибут реализации. Для синхронизации метода

достаточно указать атрибут MethodImplOptions.Synchronized. Этот атрибут вызывает

блокировку всего метода для текущего экземпляра объекта, доступного по ссылке

this. Если же метод относится к типу static, то блокируется его тип. Поэтому данный

атрибут непригоден для применения в открытых объектах иди классах.

Ниже приведена еще одна версия программы, имитирующей тиканье часов, с переделанным

вариантом класса TickTock, в котором атрибут MethodImplOptions обеспечивает

должную синхронизацию.

(***glava23\_10***)

using System.Threading;

using System.Runtime.CompilerServices;

//variant of class TickTock changed to use attribute

// MethodImplOptions.Synchronized

class TickTock

{

//next attribute fully synchronize method Tick()

[MethodImplAttribute(MethodImplOptions.Synchronized)]

public void Tick(bool running)

{

if (!running)//stop clocks

{

Monitor.Pulse(this);//warn any waiting threads

return;

}

Console.Write("Tick ");

Monitor.Pulse(this); //permit to do Tock()

Monitor.Wait(this); //waiting for Tock() to be done

}

//next attribute fully synchronize method Tock()

[MethodImplAttribute(MethodImplOptions.Synchronized)]

public void Tock(bool running)

{

if (!running)//stop clocks

{

Monitor.Pulse(this);//warn any wating threads

return;

}

Console.Write("Tock ");

Monitor.Pulse(this); //permit to do Tick()

Monitor.Wait(this); //waiting for Tick() to be done

}

}

class MyThread

{

public Thread Thrd;

TickTock ttOb;

//build new thread

public MyThread(string name, TickTock tt)

{

Thrd = new Thread(this.Run);

ttOb = tt;

Thrd.Name = name;

Thrd.Start();

}

//start new thread

void Run()

{

if (Thrd.Name == "Tick")

{

for (int i = 0; i < 5; i++) ttOb.Tick(true);

ttOb.Tick(false);

}

else

{

for (int i = 0; i < 5; i++) ttOb.Tock(true);

ttOb.Tock(false);

}

}

}

class TickingClock

{

static void Main()

{

TickTock tt = new TickTock();

MyThread mt1 = new MyThread("Tick", tt);

MyThread mt2 = new MyThread("Tock", tt);

mt1.Thrd.Join();

mt2.Thrd.Join();

Console.WriteLine("\nClock has been stoped.");

}

}

Эта версия программы дает такой же результат, как и предыдущая.

Синхронизируемый метод не определен в открытом классе и не вызывается

для открытого объекта, поэтому применение оператора lock или атрибута

MethodImplAttribute зависит от личных предпочтений. Ведь и тот и другой дает один

и тот же результат. Но поскольку ключевое слово lock относится непосредственно к

языку С#, то в примерах, приведенных в этой книге, предпочтение отдано именно ему.
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**Применение мьютекса и семафора**

В большинстве случаев, когда требуется синхронизация, оказывается достаточно

и оператора lock. Тем не менее в некоторых случаях, как, например, при ограничении

доступа к общим ресурсам, более удобными оказываются механизмы синхронизации,

встроенные в среду .NET Framework. Ниже рассматриваются по порядку два таких механизма:

мьютекс и семафор.

**Мьютекс**

*Мьютекс* представляет собой взаимно исключающий синхронизирующий объект.

Это означает, что он может быть получен потоком только по очереди. Мьютекс

предназначен для тех ситуаций, в которых общий ресурс может быть одновременно

использован только в одном потоке. Допустим, что системный журнал совместно используется

в нескольких процессах, но только в одном из них данные могут записываться

в файл этого журнала в любой момент времени. Для синхронизации процессов

в данной ситуации идеально подходит мьютекс.

Мьютекс поддерживается в классе System.Threading.Mutex. У него имеется несколько

конструкторов. Ниже приведены два наиболее употребительных конструктора.

public Mutex()

public Mutex(bool initiallyOwned)

В первой форме конструктора создается мьютекс, которым первоначально никто не

владеет. А во второй форме исходным состоянием мьютекса завладевает вызывающий

поток, если параметр *initiallyOwned* имеет логическое значение true. В противном

случае мьютексом никто не владеет.

Для того чтобы получить мьютекс, в коде программы следует вызвать метод

WaitOne() для этого мьютекса. Метод WaitOne() наследуется классом Mutex от класса

Thread.WaitHandle. Ниже приведена его простейшая форма.

public bool WaitOne();

Метод WaitOne() ожидает до тех пор, пока не будет получен мьютекс, для которого

он был вызван. Следовательно, этот метод блокирует выполнение вызывающего потока

до тех пор, пока не станет доступным указанный мьютекс. Он всегда возвращает

логическое значение true.

Когда же в коде больше не требуется владеть мьютексом, он освобождается посредством

вызова метода ReleaseMutex(), форма которого приведена ниже.

public void ReleaseMutex()

В этой форме метод ReleaseMutex() освобождает мьютекс, для которого он был

вызван, что дает возможность другому потоку получить данный мьютекс.

Для применения мьютекса с целью синхронизировать доступ к общему ресурсу

упомянутые выше методы WaitOne() и ReleaseMutex() используются так, как показано

в приведенном ниже фрагменте кода.

Mutex myMtx = new Mutex();

// ...

myMtx.WaitOne(); // ожидать получения мьютекса

// Получить доступ к общему ресурсу.

myMtx.ReleaseMutex(); // освободить мьютекс

При вызове метода WaitOne() выполнение соответствующего потока приостанавливается

до тех пор, пока не будет получен мьютекс. А при вызове метода

ReleaseMutex() мьютекс освобождается и затем может быть получен другим потоком.

Благодаря такому подходу к синхронизации одновременный доступ к общему

ресурсу ограничивается только одним потоком.

В приведенном ниже примере программы описанный выше механизм синхронизации

демонстрируется на практике. В этой программе создаются два потока в виде

классов IncThread и DecThread, которым требуется доступ к общему ресурсу: переменной

SharedRes.Count. В потоке IncThread переменная SharedRes.Count

инкрементируется, а в потоке DecThread — декрементируется. Во избежание одновременного

доступа обоих потоков к общему ресурсу SharedRes.Count этот доступ

синхронизируется мьютексом Mtx, также являющимся членом класса SharedRes.

(***glava23\_11***)

//this class has common resourse(Count)

//and mutex (Mtx), controlint access to it

class SharedRes

{

public static int Count = 0;

public static Mutex Mtx = new Mutex();

}

//this thread variable SharedRes.Count increments

class IncThread

{

int num;

public Thread Thrd;

public IncThread(string name, int n)

{

Thrd = new Thread(this.Run);

num = n;

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

Console.WriteLine(Thrd.Name + " waiting for mutex.");

//Get mutex

SharedRes.Mtx.WaitOne();

Console.WriteLine(Thrd.Name + " gets mutex.");

do

{

Thread.Sleep(500);

SharedRes.Count++;

Console.WriteLine("In thread " + Thrd.Name

+ ", SharedRes.Count = " + SharedRes.Count);

num--;

} while (num > 0);

Console.WriteLine(Thrd.Name + " realeases mutex.");

//release mutex

SharedRes.Mtx.ReleaseMutex();

}

}

class DecThread

{

int num;

public Thread Thrd;

public DecThread(string name, int n)

{

Thrd = new Thread(new ThreadStart(this.Run));

num = n;

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

Console.WriteLine(Thrd.Name + " waiting for mutex.");

//get mutex

SharedRes.Mtx.WaitOne();

Console.WriteLine(Thrd.Name + " gets mutex.");

do

{

Thread.Sleep(500);

SharedRes.Count--;

Console.WriteLine("In thread " + Thrd.Name +

", SharedRes.Count = " + SharedRes.Count);

num--;

} while (num > 0);

Console.WriteLine(Thrd.Name + " realeases mutex.");

//release mutex

SharedRes.Mtx.ReleaseMutex();

}

}

class MutexDemo

{

static void Main()

{

//build two threads

IncThread mt1 = new IncThread("Incremen thread", 5);

Thread.Sleep(1);//allow increment thread to start

DecThread mt2 = new DecThread("Decrement thread", 5);

mt1.Thrd.Join();

mt2.Thrd.Join();

}

}

Как следует из приведенного выше результата, доступ к общему ресурсу (переменной

SharedRes.Count) синхронизирован, и поэтому значение данной переменной

может быть одновременно изменено только в одном потоке.

Для того чтобы убедиться в том, что мьютекс необходим для получения приведенного

выше результата, попробуйте закомментировать вызовы методов WaitOne()

и ReleaseMutex() в исходном коде рассматриваемой здесь программы.

Мьютекс, созданный в предыдущем примере, известен только тому процессу, который

его породил. Но мьютекс можно создать и таким образом, чтобы он был известен

где-нибудь еще. Для этого он должен быть именованным. Ниже приведены формы

конструктора, предназначенные для создания такого мьютекса.

public Mutex(bool initiallyOwned, string имя)

public Mutex(bool initiallyOwned, string имя, out bool createdNew)

В обеих формах конструктора *имя* обозначает конкретное имя мьютекса. Если в

первой форме конструктора параметр *initiallyOwned* имеет логическое значение

true, то владение мьютексом запрашивается. Но поскольку мьютекс может принадлежать

другому процессу на системном уровне, то для этого параметра лучше указать

логическое значение false. А после возврата из второй формы конструктора параметр

*createdNew* будет иметь логическое значение true, если владение мьютексом

было запрошено и получено, и логическое значение false, если запрос на владение

был отклонен. Существует и третья форма конструктора типа Mutex, в которой допускается

указывать управляющий доступом объект типа MutexSecurity. С помощью

именованных мьютексов можно синхронизировать взаимодействие процессов.

И последнее замечание: в потоке, получившем мьютекс, допускается делать один

иди несколько дополнительных вызовов метода WaitOne() перед вызовом метода

ReleaseMutex(), причем все эти дополнительные вызовы будут произведены успешно.

Это означает, что дополнительные вызовы метода WaitOne() не будут блокировать

поток, который уже владеет мьютексом. Но количество вызовов метода WaitOne()

должно быть равно количеству вызовов метода ReleaseMutex() перед освобождением

мьютекса.

**Семафор**

*Семафор* подобен мьютексу, за исключением того, что он предоставляет одновременный

доступ к общему ресурсу не одному, а нескольким потокам. Поэтому семафор

пригоден для синхронизации целого ряда ресурсов. Семафор управляет доступом к

общему ресурсу, используя для этой цели счетчик. Если значение счетчика больше

нуля, то доступ к ресурсу разрешен. А если это значение равно нулю, то доступ к ресурсу

запрещен. С помощью счетчика ведется подсчет количества *разрешений.* Следовательно,

для доступа к ресурсу поток должен получить разрешение от семафора.

Количество одновременно разрешаемых доступов указывается при создании

семафора. Так, если создать семафор, одновременно разрешающий только один доступ,

то такой семафор будет действовать как мьютекс.

Семафоры особенно полезны в тех случаях, когда общий ресурс состоит из группы

иди пуда ресурсов. Например, пул ресурсов может состоять из целого ряда сетевых

соединений, каждое из которых служит для передачи данных. Поэтому потоку, которому

требуется сетевое соединение, все равно, какое именно соединение он получит.

В данном случае семафор обеспечивает удобный механизм управления доступом к сетевым

соединениям.

Семафор реализуется в классе System.Threading.Semaphore, у которого имеется

несколько конструкторов. Ниже приведена простейшая форма конструктора данного

класса:

public Semaphore(int initialCount, int maximumCount)

где *initialCount* — это первоначальное значение для счетчика разрешений семафора,

т.е. количество первоначально доступных разрешений; *maximumCount —* максимальное

значение данного счетчика, т.е. максимальное количество разрешений, которые

может дать семафор.

Семафор применяется таким же образом, как и описанный ранее мьютекс. В целях

получения доступа к ресурсу в коде программы вызывается метод WaitOne() для

семафора. Этот метод наследуется классом Semaphore от класса WaitHandle. Метод

WaitOne() ожидает до тех пор, пока не будет получен семафор, для которого он вызывается.

Таким образом, он блокирует выполнение вызывающего потока до тех пор,

пока указанный семафор не предоставит разрешение на доступ к ресурсу.

Если коду больше не требуется владеть семафором, он освобождает его, вызывая

метод Release(). Ниже приведены две формы этого метода.

public int Release()

public int Release(int releaseCount)

В первой форме метод Release() высвобождает только одно разрешение, а во

второй форме — количество разрешений, определяемых параметром *releaseCount.*

В обеих формах данный метод возвращает подсчитанное количество разрешений, существовавших

до высвобождения.

Метод WaitOne() допускается вызывать в потоке несколько раз перед вызовом метода

Release(). Но количество вызовов метода WaitOne() должно быть равно количеству

вызовов метода Release() перед высвобождением разрешения. С другой

стороны, можно воспользоваться формой вызова метода Release(int *num*), чтобы

передать количество высвобождаемых разрешений, равное количеству вызовов метода

WaitOne().

Ниже приведен пример программы, в которой демонстрируется применение семафора.

В этой программе семафор используется в классе MyThread для одновременного

выполнения только двух потоков типа MyThread. Следовательно, разделяемым

ресурсом в данном случае является ЦП.

(***glava23\_12***)

//this thread allows only

//two copies at a time

class MyThread

{

public Thread Thrd;

//here is created Semaphore, it gives only two

//allows from two that it has

static Semaphore sem = new Semaphore(2, 2);

public MyThread(string name)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

Console.WriteLine(Thrd.Name + " waits for permit.");

sem.WaitOne();

Console.WriteLine(Thrd.Name + " got permission.");

for(char ch = 'A'; ch < 'D'; ch++)

{

Console.WriteLine(Thrd.Name + " : " + ch + " ");

Thread.Sleep(500);

}

Console.WriteLine(Thrd.Name + " released permission.");

//release Semaphor

sem.Release();

}

}

class SemaphoreDemo

{

static void Main()

{

//build 3 threads

MyThread mt1 = new MyThread("Thread #1");

MyThread mt2 = new MyThread("Thread #2");

MyThread mt3 = new MyThread("Thread #3");

mt1.Thrd.Join();

mt2.Thrd.Join();

mt3.Thrd.Join();

}

}

В классе MyThread объявляется семафор sem, как показано ниже.

static Semaphore sem = new Semaphore(2, 2);

При этом создается семафор, способный дать не более двух разрешений на доступ

к ресурсу из двух первоначально имеющихся разрешений.

Обратите внимание на то, что выполнение метода MyThread.Run() не может быть

продолжено до тех пор, пока семафор sem не даст соответствующее разрешение. Если

разрешение отсутствует, то выполнение потока приостанавливается. Когда же разрешение

появляется, выполнение потока возобновляется. В методе Main() создаются

три потока. Но выполняться могут только два первых потока, а третий должен ожидать

окончания одного из этих двух потоков.

Семафор, созданный в предыдущем примере, известен только тому процессу, который

его породил. Но семафор можно создать и таким образом, чтобы он был известен

где-нибудь еще. Для этого он должен быть именованным. Ниже приведены формы

конструктора класса Semaphore, предназначенные для создания такого семафора.

public Semaphore(int initialCount, int maximumCount, string имя)

public Semaphore(int initialCount, int maximumCount, string имя,

out bool createdNew)

В обеих формах *имя* обозначает конкретное имя, передаваемое конструктору. Если

в первой форме семафор, на который указывает *имя,* еще не существует, то он создается

с помощью значений, определяемых параметрами *initialCount* и *maximumCount.*

А если он уже существует, то значения параметров *initialCount* и *maximumCount*

игнорируются. После возврата из второй формы конструктора параметр *createdNew*

будет иметь логическое значение true, если семафор был создан. В этом случае значения

параметров *initialCount* и *maximumCount* используются для создания семафора.

Если же параметр createdNew будет иметь логическое значение false, значит, семафор

уже существует и значения параметров *initialCount* и *maximumCount* игнорируются.

Существует и третья форма конструктора класса Semaphore, в которой допускается

указывать управляющий доступом объект типа SemaphoreSecurity. С помощью

именованных семафоров можно синхронизировать взаимодействие процессов.

**Применение событий**

Для синхронизации в C# предусмотрен еще один тип объекта: событие. Существуют

две разновидности событий: устанавливаемые в исходное состояние вручную и автоматически.

Они поддерживаются в классах ManualResetEvent и AutoResetEvent

соответственно. Эти классы являются производными от класса EventWaitHandle, находящегося

на верхнем уровне иерархии классов, и применяются в тех случаях, когда

один поток ожидает появления некоторого события в другом потоке. Как только такое

событие появляется, второй поток уведомляет о нем первый поток, позволяя тем самым

возобновить его выполнение.

Ниже приведены конструкторы классов ManualResetEvent и AutoResetEvent.

public ManualResetEvent(bool initialState)

public AutoResetEvent(bool initialState)

Если в обеих формах параметр *initialState* имеет логическое значение true, то

о событии первоначально уведомляется. А если он имеет логическое значение false,

то о событии первоначально не уведомляется.

Применяются события очень просто. Так, для события типа ManualResetEvent

порядок применения следующий. Поток, ожидающий некоторое событие, вызывает

метод WaitOne() для событийного объекта, представляющего данное событие. Если

событийный объект находится в сигнальном состоянии, то происходит немедленный

возврат из метода WaitOne(). В противном случае выполнение вызывающего потока

приостанавливается до тех пор, пока не будет получено уведомление о событии. Как

только событие произойдет в другом потоке, этот поток установит событийный объект

в сигнальное состояние, вызвав метод Set(). Поэтому метод Set() следует рассматривать

как уведомляющий о том, что событие произошло. После установки событийного

объекта в сигнальное состояние произойдет немедленный возврат из метода

WaitOne(), и первый поток возобновит свое выполнение. А в результате вызова метода

Reset() событийный объект возвращается в несигнальное состояние.

Событие типа AutoResetEvent отличается от события типа ManualResetEvent

лишь способом установки в исходное состояние. Если для события типа

ManualResetEvent событийный объект остается в сигнальном состоянии до тех пор,

пока не будет вызван метод Reset(), то для события типа AutoResetEvent событийный

объект автоматически переходит в несигнальное состояние, как только поток,

ожидающий это событие, получит уведомление о нем и возобновит свое выполнение.

Поэтому если применяется событие типа AutoResetEvent, то вызывать метод

Reset() необязательно.

В приведенном ниже примере программы демонстрируется применение события

типа ManualResetEvent.

(***glava23\_13***)

//this thread notifys event passed to constructor

class MyThread

{

public Thread Thrd;

ManualResetEvent mre;

public MyThread(string name, ManualResetEvent evt)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

mre = evt;

Thrd.Start();

}

//point of start

void Run()

{

Console.WriteLine("Inside " + Thrd.Name);

for (int i = 0; i < 5; i++)

{

Console.WriteLine(Thrd.Name);

Thread.Sleep(500);

}

Console.WriteLine(Thread.CurrentThread.Name + " done!");

//notify about event

mre.Set();

}

}

class ManualEventDemo

{

static void Main()

{

ManualResetEvent evtObj = new ManualResetEvent(false);

MyThread mt1 = new MyThread("Event Thread #1", evtObj);

Console.WriteLine("Main thread is waiting for event.");

//waiting for event

evtObj.WaitOne();

Console.WriteLine("Main thread got event from first thread.");

//set notification default state

evtObj.Reset();

mt1 = new MyThread("Event Thread #2", evtObj);

//wait for notification event

evtObj.WaitOne();

Console.WriteLine("Main thread got event from second thread.");

}

}

Прежде всего обратите внимание на то, что событие типа ManualResetEvent

передается непосредственно конструктору класса MyThread. Когда завершается метод

Run() из класса MyThread, он вызывает для событийного объекта метод Set(),

устанавливающий этот объект в сигнальное состояние. В методе Main() формируется

событийный объект evtObj типа ManualResetEvent, первоначально устанавливаемый

в исходное, несигнальное состояние. Затем создается экземпляр объекта типа

MyThread, которому передается событийный объект evtObj. После этого основной

поток ожидает уведомления о событии. А поскольку событийный объект evtObj первоначально

находится в несигнальном состоянии, то основной поток вынужден ожидать

до тех пор, пока для экземпляра объекта типа MyThread не будет вызван метод

Set(), устанавливающий событийный объект evtObj в сигнальное состояние. Это

дает возможность основному потоку возобновить свое выполнение. Затем событийный

объект устанавливается в исходное состояние, и весь процесс повторяется, но на этот

раз для второго потока. Если бы не событийный объект, то все потоки выполнялись

бы одновременно, а результаты их выполнения оказались бы окончательно запутанными.

Для того чтобы убедиться в этом, попробуйте закомментировать вызов метода

WaitOne() в методе Main().

Если бы в рассматриваемой здесь программе событийный объект типа

AutoResetEvent использовался вместо событийного объекта типа ManualResetEvent,

то вызывать метод Reset() в методе Main() не пришлось бы. Ведь в этом случае событийный

объект автоматически устанавливается в несигнальное состояние, когда поток,

ожидающий данное событие, возобновляет свое выполнение. Для опробования

этой разновидности события замените в данной программе все ссылки на объект типа

ManualResetEvent ссылками на объект типа AutoResetEvent и удалите все вызовы метода

Reset(). Видоизмененная версия программы будет работать так же, как и прежде.

**Класс Interlocked**

Еще одним классом, связанным с синхронизацией, является класс Interlocked.

Этот класс служит в качестве альтернативы другим средствам синхронизации, когда

требуется только изменить значение общей переменной. Методы, доступные в классе

Interlocked, гарантируют, что их действие будет выполняться как единая, непрерываемая

операция. Это означает, что никакой синхронизации в данном случае вообще

не требуется. В классе Interlocked предоставляются статические методы для сложения

двух целых значений, инкрементирования и декрементирования целого значения,

сравнения и установки значений объекта, обмена объектами и получения 64-разрядно-

го значения. Все эти операции выполняются без прерывания.

В приведенном ниже примере программы демонстрируется применение двух методов

из класса Interlocked:Increment() и Decrement(). При этом используются

следующие формы обоих методов:

public static int Increment(ref int location)

public static int Decrement(ref int location)

где *location —* это переменная, которая подлежит инкрементированию или декрементированию.

(***glava23\_14***)

//common resourse

class SharedRes

{

public static int Count = 0;

}

//this thread variable SharedRes.Count inrements

class IncThread

{

public Thread Thrd;

public IncThread(string name)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

for (int i = 0; i < 5; i++)

{

Interlocked.Increment(ref SharedRes.Count);

Console.WriteLine(Thrd.Name + " Count = " + SharedRes.Count);

}

}

}

//this thread Shared.Count decrements

class DecThread

{

public Thread Thrd;

public DecThread(string name)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

for (int i = 0; i < 5; i++)

{

Interlocked.Decrement(ref SharedRes.Count);

Console.WriteLine(Thrd.Name + " Count = " + SharedRes.Count);

}

}

}

class InterLockedDemo

{

static void Main()

{

//build two threads

IncThread mt1 = new IncThread("Increment Thread");

DecThread mt2 = new DecThread("Decrement Thread");

mt1.Thrd.Join();

mt2.Thrd.Join();

}

}

**Классы синхронизации, внедренные в версии .NET Framework 4.0**

Рассматривавшиеся ранее классы синхронизации, в том числе Semaphore и

AutoResetEvent, были доступны в среде .NET Framework, начиная с версии 1.1.

Таким образом, эти классы образуют основу поддержки синхронизации в среде .NET

Framework. Но после выпуска версии .NET Framework 4.0 появился ряд новых альтернатив

этим классам синхронизации. Все они перечисляются ниже.
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Если вам понятно, как пользоваться основными классами синхронизации, описанными

ранее в этой главе, то у вас не должно возникнуть затруднений при использовании

их новых альтернатив и дополнений.

**Прерывание потока**

Иногда поток полезно прервать до его нормального завершения. Например, отладчику

может понадобиться прервать вышедший из-под контроля поток. После прерывания

поток удаляется из системы и не может быть начат снова.

Для прерывания потока до его нормального завершения служит метод Thread.

Abort(). Ниже приведена простейшая форма этого метода.

public void Abort()

Метод Abort() создает необходимые условия Для генерирования исключения

ThreadAbortException в том потоке, для которого он был вызван. Это исключение

приводит к прерыванию потока и может быть перехвачено и в коде программы, но

в этом случае оно автоматически генерируется еще раз, чтобы остановить поток. Метод

Abort() не всегда способен остановить поток немедленно, поэтому если поток

требуется остановить перед тем, как продолжить выполнение программы, то после

метода Abort() следует сразу же вызвать метод Join(). Кроме того, в самых редких

случаях методу Abort() вообще не удается остановить поток. Это происходит, например,

в том случае, если кодовый блок finally входит в бесконечный цикл.

В приведенном ниже примере программы демонстрируется применение метода

Abort() для прерывания потока.

(***glava23\_15***)

class MyThread

{

public Thread Thrd;

public MyThread(string name)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

//point of start

void Run()

{

Console.WriteLine(Thrd.Name + " started.");

for(int i = 0; i <= 1000; i++)

{

Console.Write(i + " ");

if((i%10)==0)

{

Console.WriteLine();

Thread.Sleep(250);

}

}

Console.WriteLine(Thrd.Name + " done.");

}

}

class StopDemo

{

static void Main()

{

MyThread mt1 = new MyThread("My Thread");

Thread.Sleep(1000);//allow derived thread to start

Console.WriteLine("Interupt the Thread.");

mt1.Thrd.Abort();

mt1.Thrd.Join(); //wait for interuption

Console.WriteLine("Main thread interupted.");

}

}

![](data:image/png;base64,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)

**Другая форма метода Abort()**

В некоторых случаях оказывается полезной другая форма метода Abort(), приведенная

ниже в общем виде:

public void Abort(object stateInfo)

где *stateInfo* обозначает любую информацию, которую требуется передать потоку,

когда он останавливается. Эта информация доступна посредством свойства

ExceptionState из класса исключения ThreadAbortException. Подобным образом

потоку можно передать код завершения. В приведенном ниже примере программы

демонстрируется применение данной формы метода Abort().

(***glava23\_16***)

class MyThread

{

public Thread Thrd;

public MyThread(string name)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

void Run()

{

try

{

Console.WriteLine(Thrd.Name + " started.");

for (int i = 1; i <= 1000; i++)

{

Console.Write(i + " ");

if ((i % 10) == 0)

{

Console.WriteLine();

Thread.Sleep(250);

}

}

Console.WriteLine(Thrd.Name + " ended normaly.");

}

catch (ThreadAbortException exc)

{

Console.WriteLine("Thread Aborted, code of ending " + exc.ExceptionState);

}

}

}

class UseAltAbort

{

static void Main()

{

MyThread mt1 = new MyThread("My Thread");

Thread.Sleep(1000);//wait few seconds before abort thread

Console.WriteLine("Aborting Thread.");

mt1.Thrd.Abort(100);

mt1.Thrd.Join();

Console.WriteLine("Main thread aborted.");

}

}

Как следует из приведенного выше результата, значение 100 передается методу

Abort() в качестве кода прерывания. Это значение становится затем доступным посредством

свойства ExceptionState из класса исключения ThreadAbortException,

которое перехватывается потоком при его прерывании.

**Отмена действия метода Abort()**

Запрос на преждевременное прерывание может быть переопределен в самом

потоке. Для этого необходимо сначала перехватить в потоке исключение

ThreadAbortException, а затем вызвать метод ResetAbort(). Благодаря этому

исключается повторное генерирование исключения по завершении обработчика исключения,

прерывающего данный поток. Ниже приведена форма объявления метода

ResetAbort().

public static void ResetAbort()

Вызов метода ResetAbort() может завершиться неудачно, если в потоке отсутствует

надлежащий режим надежной отмены преждевременного прерывания потока.

В приведенном ниже примере программы демонстрируется применение метода

ResetAbort().

(***glava23\_17***)

class MyThread

{

public Thread Thrd;

public MyThread(string name)

{

Thrd = new Thread(this.Run);

Thrd.Name = name;

Thrd.Start();

}

void Run()

{

Console.WriteLine(Thrd.Name + " started.");

for (int i = 1; i <= 1000; i++)

{

try

{

Console.Write(i + " ");

if ((i % 10) == 0)

{

Console.WriteLine();

Thread.Sleep(250);

}

}

catch (ThreadAbortException exc)

{

if ((int)exc.ExceptionState == 0)

{

Console.WriteLine("Abortion of thread canceled! "

+ "Code of ending " + exc.ExceptionState);

Thread.ResetAbort();

}

else

Console.WriteLine("Thread Aborted, code of ending " + exc.ExceptionState);

}

}

Console.WriteLine(Thrd.Name + " ended normaly.");

}

}

class ResetAbort

{

static void Main()

{

MyThread mt1 = new MyThread("My thread");

Thread.Sleep(1000);

Console.WriteLine("Abroting thread.");

mt1.Thrd.Abort(0);//this wount stop thread

Thread.Sleep(1000);

Console.WriteLine("Aborting thread again.");

mt1.Thrd.Abort(100);//this will abort

mt1.Thrd.Join();

Console.WriteLine("Main thread interupted.");

}

}

Если в данном примере программы метод Abort() вызывается с нулевым аргументом,

то запрос на преждевременное прерывание отменяется потоком, вызывающим

метод ResetAbort(), и выполнение этого потока продолжается. Любое другое значение

аргумента приведет к прерыванию потока.

**Приостановка и возобновление потока**

В первоначальных версиях среды .NET Framework поток можно было приостановить

вызовом метода Thread.Suspend() и возобновить вызовом метода Thread.

Resume(). Но теперь оба эти метода считаются устаревшими и не рекомендуются к

применению в новом коде. Объясняется это, в частности, тем, что пользоваться методом

Suspend() на самом деле небезопасно, так как с его помощью можно приостановить

поток, который в настоящий момент удерживает блокировку, что препятствует

ее снятию, а следовательно, приводит к взаимоблокировке. Применение обоих методов

может стать причиной серьезных осложнений на уровне системы. Поэтому для

приостановки и возобновления потока следует использовать другие средства синхронизации,

в том числе мьютекс и семафор.

**Определение состояния потока**

Состояние потока может быть получено из свойства ThreadState, доступного в

классе Thread. Ниже приведена общая форма этого свойства.

public ThreadState ThreadState { get; }

Состояние потока возвращается в виде значения, определенного в перечислении

ThreadState. Ниже приведены значения, определенные в этом перечислении.
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Все эти значения не требуют особых пояснений, за исключением одного. Значение

ThreadState.WaitSleepJoin обозначает состояние, в которое поток переходит во

время ожидания в связи с вызовом метода Wait(), Sleep() или Join().

**Применение основного потока**

Как пояснялось в самом начале этой главы, у всякой программы на C# имеется хотя

бы один поток исполнения, называемый *основным.* Этот поток программа получает

автоматически, как только начинает выполняться. С основным потоком можно обращаться

таким же образом, как и со всеми остальными потоками.

Для доступа к основному потоку необходимо получить объект типа Thread, который

ссылается на него. Это делается с помощью свойства CurrentThread, являющегося

членом класса Thread. Ниже приведена общая форма этого свойства.

public static Thread CurrentThread { get; }

Данное свойство возвращает ссылку на тот поток, в котором оно используется. Поэтому

если свойство CurrentThread используется при выполнении кода в основном

потоке, то с его помощью можно получить ссылку на основной поток. Имея в своем

распоряжении такую ссылку, можно управлять основным потоком так же, как и любым

другим потоком.

В приведенном ниже примере программы сначала получается ссылка на основной

поток, а затем получаются и устанавливаются имя и приоритет основного потока.

(***glava23\_18***)

class UseMain

{

static void Main()

{

Thread Thrd;

//get main thread

Thrd = Thread.CurrentThread;

//show name of it

if (Thrd.Name == null)

Console.WriteLine("Main thread has no name.");

else

Console.WriteLine("Name of main thread: " + Thrd.Name);

//show priority main thread

Console.WriteLine("Priority: " + Thrd.Priority);

Console.WriteLine();

//set name and priority

Console.WriteLine("Set name and priority.");

Thrd.Name = "Main thread";

Thrd.Priority = ThreadPriority.AboveNormal;

Console.WriteLine("Now main thread is: " + Thrd.Name);

Console.WriteLine("And priority is: " + Thrd.Priority);

}

}

Следует, однако, быть очень внимательным, выполняя операции с основным потоком.

Так, если добавить в конце метода Main() следующий вызов метода Join():

Thrd.Join();

программа никогда не завершится, поскольку она будет ожидать окончания основного

потока!

**Дополнительные средства многопоточной обработки,**

**внедренные в версии .NET Framework 4.0**

В версии .NET Framework 4.0 внедрен ряд новых средств многопоточной обработки,

которые могут оказаться весьма полезными. Самым важным среди них является новая

система отмены. В этой системе поддерживается механизм отмены потока простым,

вполне определенным и структурированным способом. В основу этого механизма положено

понятие *признака отмены, с* помощью которого указывается состояние отмены

потока. Признаки отмены поддерживаются в классе CancellationTokenSource и в

структуре CancellationToken. Система отмены полностью интегрирована в новую

библиотеку распараллеливания задач (TPL), и поэтому она подробнее рассматривается

вместе с TPL в главе 24.

В класс System.Threading добавлена структура SpinWait, предоставляющая методы

SpinOnce() и SpinUntil(), которые обеспечивают более полный контроль над

ожиданием в состоянии занятости. Вообще говоря, структура SpinWait оказывается

непригодной для однопроцессорных систем. А для многопроцессорных систем она

применяется в цикле. Еще одним элементом, связанным с ожиданием в состоянии занятости,

является структура SpinLock, которая применяется в цикле ожидания до тех

пор, пока не станет доступной блокировка. В класс Thread добавлен метод Yield(),

который просто выдает остаток кванта времени, выделенного потоку. Ниже приведена

общая форма объявления этого метода.

public static bool Yield()

Этот метод возвращает логическое значение true, если происходит переключение

контекста. В отсутствие другого потока, готового для выполнения, переключение контекста

не произойдет.

**Рекомендации по многопоточному программированию**

Для эффективного многопоточного программирования самое главное — мыслить

категориями параллельного, а не последовательного выполнения кода. Так, если в

одной программе имеются две подсистемы, которые могут работать параллельно, их

следует организовать в отдельные потоки. Но делать это следует очень внимательно

и аккуратно, поскольку если создать слишком много потоков, то тем самым можно

значительно снизить, а не повысить производительность программы. Следует также

иметь в виду дополнительные издержки, связанные с переключением контекста. Так,

если создать слишком много потоков, то на смену контекста уйдет больше времени

ЦП, чем на выполнение самой программы! И наконец, для написания нового кода,

предназначенного для многопоточной обработки, рекомендуется пользоваться библиотекой

распараллеливания задач (TPL), о которой речь пойдет в следующей главе.

**Запуск отдельной задачи**

Многозадачность на основе потоков чаще всего организуется при программировании

на С#. Но там, где это уместно, можно организовать и многозадачность на основе

процессов. В этом случае вместо запуска другого потока в одной и той же программе

одна программа начинает выполнение другой. При программировании на C# это

делается с помощью класса Process, определенного в пространстве имен System.

Diagnostics. В заключение этой главы вкратце будут рассмотрены особенности запуска

и управления другим процессом.

Простейший способ запустить другой процесс — воспользоваться методом

Start(), определенным в классе Process. Ниже приведена одна из самых простых

форм этого метода:

public static Process Start(string имя\_файла)

где *имя\_файла* обозначает конкретное имя файла, который должен исполняться или

же связан с исполняемым файлом.

Когда созданный процесс завершается, следует вызвать метод Close(), чтобы освободить

память, выделенную для этого процесса. Ниже приведена форма объявления

метода Close().

public void Close()

Процесс может быть прерван двумя способами. Если процесс является приложением

Windows с графическим пользовательским интерфейсом, то для прерывания

такого процесса вызывается метод CloseMainWindow(), форма которого приведена

ниже.

public bool CloseMainWindow()

Этот метод посылает процессу сообщение, предписывающее ему остановиться. Он

возвращает логическое значение true, если сообщение получено, и логическое значение

false, если приложение не имеет графического пользовательского интерфейса

или главного окна. Следует, однако, иметь в виду, что метод CloseMainWindow() служит

только для запроса остановки процесса. Если приложение проигнорирует такой

запрос, то оно не будет прервано как процесс.

Для безусловного прерывания процесса следует вызвать метод Kill(), как показано

ниже.

public void Kill()

Но методом Kill() следует пользоваться аккуратно, так как он приводит к неконтролируемому

прерыванию процесса. Любые несохраненные данные, связанные с прерываемым

процессом, будут, скорее всего, потеряны.

Для того чтобы организовать ожидание завершения процесса, можно воспользоваться

методом WaitForExit(). Ниже приведены две его формы.

public void WaitForExit()

public bool WaitForExit(int миллисекунд)

В первой форме ожидание продолжается до тех пор, пока процесс не завершится,

а во второй форме — только в течение указанного количества *миллисекунд.* В последнем

случае метод WaitForExit() возвращает логическое значение true, если процесс

завершился, и логическое значение false, если он все еще выполняется.

В приведенном ниже примере программы демонстрируется создание, ожидание и

закрытие процесса. В этой программе сначала запускается стандартная сервисная программа

Windows: текстовый редактор WordPad.exe, а затем организуется ожидание

завершения программы WordPad как процесса.

(***glava23\_19***)

using System.Diagnostics;

class StartProcess

{

static void Main()

{

Process newProc = Process.Start("wordpad.exe");

Console.WriteLine("New proccess started.");

newProc.WaitForExit();

newProc.Close();//clean resourses

Console.WriteLine("New process stoped.");

}

}

При выполнении этой программы запускается стандартное приложение WordPad,

и на экране появляется сообщение "Новый процесс запущен.". Затем программа

ожидает закрытия WordPad. По окончании работы WordPad на экране появляется заключительное

сообщение "Новый процесс завершен.".